One of the great features of R is the possibility to quickly access web-services. While some companies have the habit and policy to document their APIs, there is still a large chunk of undocumented but great web-services that help the regular data scientist.

In the following short post, I will show how we can turn a simple web-serivce in a nice R-function.  
The example I am going to use is the linguee translation service: [DeepL](http://flovv.github.io/Accessing_a_web_api/www.deepl.com).  
Just as google translate, Deepl features a simple text field. When a user types in text, the translation appears in a second textbox. Users can choose between the languages.

In order to see how the service works in the backend, let’s have a quick look at the network traffic.  
For that we open the browser’s developer tools and jump to the network tab. Next, we type in a sentence and see which requests (XHR) are made. The interface repeatedly sends JSON requests to the following endpoint: “https://www.deepl.com/jsonrpc”.

![Chrome's developer console](data:image/png;base64,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)

Looking at a single request we can quickly identify the parameters that we typed in (grey area, in the lower right corner). We copy these in r and assign them to a variable.

str <- '{"jsonrpc":"2.0","method":"LMT\_handle\_jobs","params":{"jobs":[{"kind":"default","raw\_en\_sentence":"R is awesome"}],"lang":{"user\_preferred\_langs":["DE","EN","FR"],"source\_lang\_user\_selected":"auto","target\_lang":"FR"},"priority":-1},"id":11}'

Using a service to format the json (e.g. https://jsonformatter.curiousconcept.com/) we can turn the blob in a well readable json file. Next, we convert the JSON string in a R object (a nested list) by using a simple JSON to R language translation:

require(stringr)  
str1 <- str\_replace\_all(str, ":", "=")  
str2 <- str\_replace\_all(str1, "\\[", "list(")  
str3 <- str\_replace\_all(str2, "\\]", ")" )  
str4 <- str\_replace\_all(str3, "\\{", "list(" )  
str5 <- str\_replace\_all(str4, "\\}", ")" )  
   
eval(parse(text=str5))

Finally, we evaluate the string as R-code, this gives us the DeepL web-services’ parameters as an R nested list.  
All we have to do now is wrap the parameters in a R function and use variables to change the important ones:

require(rjson)  
require(httr)  
deepLTranslate <- function(text="R is awesome", from\_lang="EN", to\_lang="DE"){  
   
 BASE\_URL = 'https://www.deepl.com/jsonrpc'  
 JSONRPC\_VERSION = '2.0'  
 DEEPL\_METHOD = 'LMT\_handle\_jobs'  
   
 params =list('jsonrpc'= JSONRPC\_VERSION,   
 'method'= DEEPL\_METHOD,   
 params= list(  
 'jobs'=list(list('kind'= "defaut", 'raw\_en\_sentence'= text)),  
 'lang'=list(  
 'user\_preferred\_langs'=list(from\_lang,to\_lang),  
 'source\_lang\_user\_selected'= from\_lang, 'target\_lang'=to\_lang)  
 )   
 )  
   
 res <- POST(BASE\_URL,body = toJSON(params))  
   
 co <- content(res, "text")  
   
 if(res$status\_code ==200){  
 return(fromJSON(co))  
 }  
 else{  
 return(co)  
 }  
   
}  
   
#### excute the function with defaults ...  
deepLTranslate()

## $id  
## [1] 0  
##   
## $jsonrpc  
## [1] "2.0"  
##   
## $result  
## $result$source\_lang  
## [1] "EN"  
##   
## $result$source\_lang\_is\_confident  
## [1] 0  
##   
## $result$target\_lang  
## [1] "DE"  
##   
## $result$translations  
## $result$translations[[1]]  
## $result$translations[[1]]$beams  
## $result$translations[[1]]$beams[[1]]  
## $result$translations[[1]]$beams[[1]]$num\_symbols  
## [1] 5  
##   
## $result$translations[[1]]$beams[[1]]$postprocessed\_sentence  
## [1] "R ist fantastisch"  
##   
## $result$translations[[1]]$beams[[1]]$score  
## [1] -5000.6  
##   
## $result$translations[[1]]$beams[[1]]$totalLogProb  
## [1] -4.37026  
##   
##   
## $result$translations[[1]]$beams[[2]]  
## $result$translations[[1]]$beams[[2]]$num\_symbols  
## [1] 5  
##   
## $result$translations[[1]]$beams[[2]]$postprocessed\_sentence  
## [1] "R ist großartig"  
##   
## $result$translations[[1]]$beams[[2]]$score  
## [1] -5000.64  
##   
## $result$translations[[1]]$beams[[2]]$totalLogProb  
## [1] -4.6875  
##   
##   
## $result$translations[[1]]$beams[[3]]  
## $result$translations[[1]]$beams[[3]]$num\_symbols  
## [1] 6  
##   
## $result$translations[[1]]$beams[[3]]$postprocessed\_sentence  
## [1] "R ist fantastisch."  
##   
## $result$translations[[1]]$beams[[3]]$score  
## [1] -5000.67  
##   
## $result$translations[[1]]$beams[[3]]$totalLogProb  
## [1] -5.57148  
##   
##   
## $result$translations[[1]]$beams[[4]]  
## $result$translations[[1]]$beams[[4]]$num\_symbols  
## [1] 6  
##   
## $result$translations[[1]]$beams[[4]]$postprocessed\_sentence  
## [1] "R ist großartig."  
##   
## $result$translations[[1]]$beams[[4]]$score  
## [1] -5000.72  
##   
## $result$translations[[1]]$beams[[4]]$totalLogProb  
## [1] -6.03852  
##   
##   
##   
## $result$translations[[1]]$timeAfterPreprocessing  
## [1] 0  
##   
## $result$translations[[1]]$timeReceivedFromEndpoint  
## [1] 311  
##   
## $result$translations[[1]]$timeSentToEndpoint  
## [1] 0  
##   
## $result$translations[[1]]$total\_time\_endpoint  
## [1] 1

If you are looking for other translation services have a look at the translate or translateR packages.